Python provides various options for developing graphical user interfaces (GUIs). Most important are listed below.

* **Tkinter** − Tkinter is the Python interface to the Tk GUI toolkit shipped with Python. We would look this option in this chapter.
* **wxPython** − This is an open-source Python interface for wxWindows [http://wxpython.org](http://wxpython.org/).
* **JPython** − JPython is a Python port for Java which gives Python scripts seamless access to Java class libraries on the local machine [http://www.jython.org](http://www.jython.org/).

**What is GUI?**

* A *graphical user interface* (GUI) is a *human-computer interface* (i.e., a way for humans to interact with computers) that uses [*windows*](http://www.linfo.org/window.html), [*icons*](http://www.linfo.org/icon.html) and *menus* and which can be manipulated by a mouse (and often to a limited extent by a keyboard as well).
* GUIs stand in sharp contrast to *command line interfaces* (CLIs), which use only text and are accessed solely by a keyboard. The most familiar example of a CLI to many people is [MS-DOS](http://www.linfo.org/ms-dos.html). Another example is [Linux](http://www.linfo.org/linuxdef.html) when it is used in [*console*](http://www.linfo.org/console.html) mode (i.e., the entire screen shows text only).
* A window is a (usually) rectangular portion of the monitor screen that can display its contents (e.g., a [program](http://www.linfo.org/program.html), icons, a text file or an image) seemingly independently of the rest of the display screen. A major feature is the ability for multiple windows to be open simultaneously. Each window can display a different application, or each can display different files (e.g., text, image or spreadsheet files) that have been opened or created with a single application.
* An icon is a small picture or symbol in a GUI that represents a program (or [command](http://www.linfo.org/command.html)), a file, a directory or a device (such as a hard disk or floppy). Icons are used both on the *desktop* and within application programs. Examples include small rectangles (to represent files), file folders (to represent directories), a trash can (to indicate a place to dispose of unwanted files and directories) and buttons on web browsers (for navigating to previous pages, for reloading the current page, etc.).
* Commands are issued in the GUI by using a mouse, trackball or touchpad to first move a pointer on the screen to, or on top of, the icon, menu item or window of interest in order to *select* that object. Then, for example, icons and windows can be moved by *dragging* (moving the mouse with the held down) and objects or programs can be opened by clicking on their icons.

**Advantages of GUIs**

* A major advantage of GUIs is that they make computer operation more intuitive, and thus easier to learn and use. For example, it is much easier for a new user to move a file from one directory to another by dragging its icon with the mouse than by having to remember and type seemingly arcane commands to accomplish the same task.
* Adding to this intuitiveness of operation is the fact that GUIs generally provide users with immediate, visual feedback about the effect of each action. For example, when a user deletes an icon representing a file, the icon immediately disappears, confirming that the file has been deleted (or at least sent to the trash can). This contrasts with the situation for a CLI, in which the user types a delete command (inclusive of the name of the file to be deleted) but receives no automatic feedback indicating that the file has actually been removed.
* In addition, GUIs allow users to take full advantage of the powerful [*multitasking*](http://www.linfo.org/multitasking.html) (the ability for multiple programs and/or multiple instances of single programs to run simultaneously) capabilities of modern [operating systems](http://www.linfo.org/operating_systems_list.html) by allowing such multiple programs and/or instances to be displayed simultaneously. The result is a large increase in the flexibility of computer use and a consequent rise in user productivity.
* But the GUI has became much more than a mere convenience. It has also become the standard in human-computer interaction, and it has influenced the work of a generation of computer users. Moreover, it has led to the development of new types of applications and entire new industries. An example is desktop publishing, which has revolutionized (and partly wiped out) the traditional printing and typesetting industry.
* Despite the great convenience of the GUI however, system administrators and other advanced users tend to prefer the CLI for many operations because it is frequently more convenient and generally more powerful1. On [Unix-like](http://www.linfo.org/unix-like.html) operating systems, GUIs are actually just attractive, convenient coverings for [*command line programs*](http://www.linfo.org/command_line_program.html) (i.e., programs which operate from a CLI), and they rely on them for their operation.
* One of the great attractions of Unix-like operating systems is that they have maintained their CLI capabilities while continuing to improve their GUIs, thereby allowing advanced users to harness the full power of the computer while simultaneously making it easier for beginning and intermediate users. In contrast, the newer versions of Microsoft Windows (such as 2000 and XP) have downgraded their CLIs to marginal roles.

**Intro to GUI Libraries in Python**

Python has many different GUI frameworks that are built for either cross-platform compatibility or platform-specific. The Tkinter framework is traditionally bundled with Python which uses the Tk. A full list of available frameworks can be seen here: [GUI Programming in Python](http://wiki.python.org/moin/GuiProgramming). We will be using the Tkinter framework. A full tutorial on how to use the different widgets can be found here: [An Introduction to Tkinter](http://www.pythonware.com/library/tkinter/introduction/index.htm)

Tkinter is the standard Python interface (Tk interface) for the Tk GUI toolkit. The Tk interface module consists of a number of other modules as well. We will cover some but not all of them. In a command line based interface the command line determines the order of execution. The user is directed from one prompt to the next and the order is strictly enforced. With a GUI based interface the user influences the order of events more strongly, therefore GUI interfaces are event driven.

import Tkinter

## Tkinter widgets

Tkinter provides various controls, such as buttons, labels and text boxes used in a GUI application. These controls are commonly called widgets.

There are currently 15 types of widgets in Tkinter. We present these widgets as well as a brief description in the following table −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | [**Button**](https://www.tutorialspoint.com/python/tk_button.htm)  The Button widget is used to display buttons in your application. |
| 2 | [**Canvas**](https://www.tutorialspoint.com/python/tk_canvas.htm)  The Canvas widget is used to draw shapes, such as lines, ovals, polygons and rectangles, in your application. |
| 3 | [**Checkbutton**](https://www.tutorialspoint.com/python/tk_checkbutton.htm)  The Checkbutton widget is used to display a number of options as checkboxes. The user can select multiple options at a time. |
| 4 | [**Entry**](https://www.tutorialspoint.com/python/tk_entry.htm)  The Entry widget is used to display a single-line text field for accepting values from a user. |
| 5 | [**Frame**](https://www.tutorialspoint.com/python/tk_frame.htm)  The Frame widget is used as a container widget to organize other widgets. |
| 6 | [**Label**](https://www.tutorialspoint.com/python/tk_label.htm)  The Label widget is used to provide a single-line caption for other widgets. It can also contain images. |
| 7 | [**Listbox**](https://www.tutorialspoint.com/python/tk_listbox.htm)  The Listbox widget is used to provide a list of options to a user. |
| 8 | [**Menubutton**](https://www.tutorialspoint.com/python/tk_menubutton.htm)  The Menubutton widget is used to display menus in your application. |
| 9 | [**Menu**](https://www.tutorialspoint.com/python/tk_menu.htm)  The Menu widget is used to provide various commands to a user. These commands are contained inside Menubutton. |
| 10 | [**Message**](https://www.tutorialspoint.com/python/tk_message.htm)  The Message widget is used to display multiline text fields for accepting values from a user. |
| 11 | [**Radiobutton**](https://www.tutorialspoint.com/python/tk_radiobutton.htm)  The Radiobutton widget is used to display a number of options as radio buttons. The user can select only one option at a time. |
| 12 | [**Scale**](https://www.tutorialspoint.com/python/tk_scale.htm)  The Scale widget is used to provide a slider widget. |
| 13 | [**Scrollbar**](https://www.tutorialspoint.com/python/tk_scrollbar.htm)  The Scrollbar widget is used to add scrolling capability to various widgets, such as list boxes. |
| 14 | [**Text**](https://www.tutorialspoint.com/python/tk_text.htm)  The Text widget is used to display text in multiple lines. |
| 15 | [**Toplevel**](https://www.tutorialspoint.com/python/tk_toplevel.htm)  The Toplevel widget is used to provide a separate window container. |
| 16 | [**Spinbox**](https://www.tutorialspoint.com/python/tk_spinbox.htm)  The Spinbox widget is a variant of the standard Tkinter Entry widget, which can be used to select from a fixed number of values. |
| 17 | [**PanedWindow**](https://www.tutorialspoint.com/python/tk_panedwindow.htm)  A PanedWindow is a container widget that may contain any number of panes, arranged horizontally or vertically. |
| 18 | [**LabelFrame**](https://www.tutorialspoint.com/python/tk_labelframe.htm)  A labelframe is a simple container widget. Its primary purpose is to act as a spacer or container for complex window layouts. |
| 19 | [**tkMessageBox**](https://www.tutorialspoint.com/python/tk_messagebox.htm)  This module is used to display message boxes in your applications. |

## Example of Creating a GUI

#!/usr/bin/python

import Tkinter

top = Tkinter.Tk()

# Code to add widgets will go here...

top.mainloop()

**OUTPUT:**

This would create a following window −

![TK Window](data:image/jpeg;base64,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)

## Geometry Management

All Tkinter widgets have access to specific geometry management methods, which have the purpose of organizing widgets throughout the parent widget area. Tkinter exposes the following geometry manager classes: pack, grid, and place.

* [The *pack()* Method](https://www.tutorialspoint.com/python/tk_pack.htm) − This geometry manager organizes widgets in blocks before placing them in the parent widget.
* [The *grid()* Method](https://www.tutorialspoint.com/python/tk_grid.htm) − This geometry manager organizes widgets in a table-like structure in the parent widget.
* [The *place()* Method](https://www.tutorialspoint.com/python/tk_place.htm) − This geometry manager organizes widgets by placing them in a specific position in the parent widget.

Let us study the geometry management methods briefly –

This geometry manager organizes widgets in blocks before placing them in the parent widget.

# Python - Tkinter pack() Method

## Syntax

widget.pack( pack\_options )

Here is the list of possible options −

* **expand** − When set to true, widget expands to fill any space not otherwise used in widget's parent.
* **fill** − Determines whether widget fills any extra space allocated to it by the packer, or keeps its own minimal dimensions: NONE (default), X (fill only horizontally), Y (fill only vertically), or BOTH (fill both horizontally and vertically).
* **side** − Determines which side of the parent widget packs against: TOP (default), BOTTOM, LEFT, or RIGHT.

## Example

Try the following example by moving cursor on different buttons −

from Tkinter import \*

root = Tk()

frame = Frame(root)

frame.pack()

bottomframe = Frame(root)

bottomframe.pack( side = BOTTOM )

redbutton = Button(frame, text="Red", fg="red")

redbutton.pack( side = LEFT)

greenbutton = Button(frame, text="Brown", fg="brown")

greenbutton.pack( side = LEFT )

bluebutton = Button(frame, text="Blue", fg="blue")

bluebutton.pack( side = LEFT )

blackbutton = Button(bottomframe, text="Black", fg="black")

blackbutton.pack( side = BOTTOM)

root.mainloop()

When the above code is executed, it produces the following result −

![TK Frame](data:image/jpeg;base64,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)

# Python - Tkinter grid() Method

This geometry manager organizes widgets in a table-like structure in the parent widget.

## Syntax

widget.grid( grid\_options )

Here is the list of possible options −

* **column** − The column to put widget in; default 0 (leftmost column).
* **columnspan** − How many columns widgetoccupies; default 1.
* **ipadx, ipady** − How many pixels to pad widget, horizontally and vertically, inside widget's borders.
* **padx, pady** − How many pixels to pad widget, horizontally and vertically, outside v's borders.
* **row** − The row to put widget in; default the first row that is still empty.
* **rowspan** − How many rowswidget occupies; default 1.
* **sticky** − What to do if the cell is larger than widget. By default, with sticky='', widget is centered in its cell. sticky may be the string concatenation of zero or more of N, E, S, W, NE, NW, SE, and SW, compass directions indicating the sides and corners of the cell to which widget sticks.

## Example

Try the following example by moving cursor on different buttons −

import Tkinter

root = Tkinter.Tk( )

for r in range(3):

for c in range(4):

Tkinter.Label(root, text='R%s/C%s'%(r,c),

borderwidth=1 ).grid(row=r,column=c)

root.mainloop( )

This would produce the following result displaying 12 labels arrayed in a 3 × 4 grid −

# TK grid

# Python - Tkinter place() Method

This geometry manager organizes widgets by placing them in a specific position in the parent widget.

## Syntax

widget.place( place\_options )

Here is the list of possible options −

* **anchor** − The exact spot of widget other options refer to: may be N, E, S, W, NE, NW, SE, or SW, compass directions indicating the corners and sides of widget; default is NW (the upper left corner of widget)
* **bordermode** − INSIDE (the default) to indicate that other options refer to the parent's inside (ignoring the parent's border); OUTSIDE otherwise.
* **height, width** − Height and width in pixels.
* **relheight, relwidth** − Height and width as a float between 0.0 and 1.0, as a fraction of the height and width of the parent widget.
* **relx, rely** − Horizontal and vertical offset as a float between 0.0 and 1.0, as a fraction of the height and width of the parent widget.
* **x, y** − Horizontal and vertical offset in pixels.

## Example

Try the following example by moving cursor on different buttons −

from Tkinter import \*

import tkMessageBox

import Tkinter

top = Tkinter.Tk()

def helloCallBack():

tkMessageBox.showinfo( "Hello Python", "Hello World")

B = Tkinter.Button(top, text ="Hello", command = helloCallBack)

B.pack()

B.place(bordermode=OUTSIDE, height=100, width=100)

top.mainloop()

When the above code is executed, it produces the following result −

# TK place

# Python - Tkinter Button

The Button widget is used to add buttons in a Python application. These buttons can display text or images that convey the purpose of the buttons. You can attach a function or a method to a button which is called automatically when you click the button.

## Syntax

Here is the simple syntax to create this widget −

w = Button ( master, option=value, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activebackground**  Background color when the button is under the cursor. |
| 2 | **activeforeground**  Foreground color when the button is under the cursor. |
| 3 | **bd**  Border width in pixels. Default is 2. |
| 4 | **bg**  Normal background color. |
| 5 | **command**  Function or method to be called when the button is clicked. |
| 6 | **fg**  Normal foreground (text) color. |
| 7 | **font**  Text font to be used for the button's label. |
| 8 | **height**  Height of the button in text lines (for textual buttons) or pixels (for images). |
| 9 | **highlightcolor**  The color of the focus highlight when the widget has focus. |
| 10 | **image**  Image to be displayed on the button (instead of text). |
| 11 | **justify**  How to show multiple text lines: LEFT to left-justify each line; CENTER to center them; or RIGHT to right-justify. |
| 12 | **padx**  Additional padding left and right of the text. |
| 13 | **pady**  Additional padding above and below the text. |
| 14 | **relief**  Relief specifies the type of the border. Some of the values are SUNKEN, RAISED, GROOVE, and RIDGE. |
| 15 | **state**  Set this option to DISABLED to gray out the button and make it unresponsive. Has the value ACTIVE when the mouse is over it. Default is NORMAL. |
| 16 | **underline**  Default is -1, meaning that no character of the text on the button will be underlined. If nonnegative, the corresponding text character will be underlined. |
| 17 | **width**  Width of the button in letters (if displaying text) or pixels (if displaying an image). |
| 18 | **wraplength**  If this value is set to a positive number, the text lines will be wrapped to fit within this length. |

## Methods

Following are commonly used methods for this widget −

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **flash()**  Causes the button to flash several times between active and normal colors. Leaves the button in the state it was in originally. Ignored if the button is disabled. |
| 2 | **invoke()**  Calls the button's callback, and returns what that function returns. Has no effect if the button is disabled or there is no callback. |

## Example

Try the following example yourself −

import Tkinter

import tkMessageBox

top = Tkinter.Tk()

def helloCallBack():

tkMessageBox.showinfo( "Hello Python", "Hello World")

B = Tkinter.Button(top, text ="Hello", command = helloCallBack)

B.pack()

top.mainloop()

When the above code is executed, it produces the following result −

# TK Button

# Python - Tkinter Checkbutton

The Checkbutton widget is used to display a number of options to a user as toggle buttons. The user can then select one or more options by clicking the button corresponding to each option.

You can also display images in place of text.

## Syntax

Here is the simple syntax to create this widget −

w = Checkbutton ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activebackground**  Background color when the checkbutton is under the cursor. |
| 2 | **activeforeground**  Foreground color when the checkbutton is under the cursor. |
| 3 | **bg**  The normal background color displayed behind the label and indicator. |
| 4 | **bitmap**  To display a monochrome image on a button. |
| 5 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 6 | **command**  A procedure to be called every time the user changes the state of this checkbutton. |
| 7 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| 8 | **disabledforeground**  The foreground color used to render the text of a disabled checkbutton. The default is a stippled version of the default foreground color. |
| 9 | **font**  The font used for the text. |
| 10 | **fg**  The color used to render the text. |
| 11 | **height**  The number of lines of text on the checkbutton. Default is 1. |
| 12 | **highlightcolor**  The color of the focus highlight when the checkbutton has the focus. |
| 13 | **image**  To display a graphic image on the button. |
| 14 | **justify**  If the text contains multiple lines, this option controls how the text is justified: CENTER, LEFT, or RIGHT. |
| 15 | **offvalue**  Normally, a checkbutton's associated control variable will be set to 0 when it is cleared (off). You can supply an alternate value for the off state by setting offvalue to that value. |
| 16 | **onvalue**  Normally, a checkbutton's associated control variable will be set to 1 when it is set (on). You can supply an alternate value for the on state by setting onvalue to that value. |
| 17 | **padx**  How much space to leave to the left and right of the checkbutton and text. Default is 1 pixel. |
| 18 | **pady**  How much space to leave above and below the checkbutton and text. Default is 1 pixel. |
| 19 | **relief**  With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| 20 | **selectcolor**  The color of the checkbutton when it is set. Default is selectcolor="red". |
| 21 | **selectimage**  If you set this option to an image, that image will appear in the checkbutton when it is set. |
| 22 | **state**  The default is state=NORMAL, but you can use state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the checkbutton, the state is ACTIVE. |
| 23 | **text**  The label displayed next to the checkbutton. Use newlines ("\n") to display multiple lines of text. |
| 24 | **underline**  With the default value of -1, none of the characters of the text label are underlined. Set this option to the index of a character in the text (counting from zero) to underline that character. |
| 25 | **variable**  The control variable that tracks the current state of the checkbutton. Normally this variable is an *IntVar*, and 0 means cleared and 1 means set, but see the offvalue and onvalue options above. |
| 26 | **width**  The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |
| 27 | **wraplength**  Normally, lines are not wrapped. You can set this option to a number of characters and all lines will be broken into pieces no longer than that number. |

## Methods

Following are commonly used methods for this widget −

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **deselect()**  Clears (turns off) the checkbutton. |
| 2 | **flash()**  Flashes the checkbutton a few times between its active and normal colors, but leaves it the way it started. |
| 3 | **invoke()**  You can call this method to get the same actions that would occur if the user clicked on the checkbutton to change its state. |
| 4 | **select()**  Sets (turns on) the checkbutton. |
| 5 | **toggle()**  Clears the checkbutton if set, sets it if cleared. |

## Example

Try the following example yourself −

from Tkinter import \*

import tkMessageBox

import Tkinter

top = Tkinter.Tk()

CheckVar1 = IntVar()

CheckVar2 = IntVar()

C1 = Checkbutton(top, text = "Music", variable = CheckVar1, \

onvalue = 1, offvalue = 0, height=5, \

width = 20)

C2 = Checkbutton(top, text = "Video", variable = CheckVar2, \

onvalue = 1, offvalue = 0, height=5, \

width = 20)

C1.pack()

C2.pack()

top.mainloop()

When the above code is executed, it produces the following result −

# TK Checkbox

# Python - Tkinter Canvas

The Canvas is a rectangular area intended for drawing pictures or other complex layouts. You can place graphics, text, widgets or frames on a Canvas.

## Syntax

Here is the simple syntax to create this widget −

w = Canvas ( master, option=value, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **bd**  Border width in pixels. Default is 2. |
| 2 | **bg**  Normal background color. |
| 3 | **confine**  If true (the default), the canvas cannot be scrolled outside of the scrollregion. |
| 4 | **cursor**  Cursor used in the canvas like *arrow, circle, dot etc.* |
| 5 | **height**  Size of the canvas in the Y dimension. |
| 6 | **highlightcolor**  Color shown in the focus highlight. |
| 7 | **relief**  Relief specifies the type of the border. Some of the values are SUNKEN, RAISED, GROOVE, and RIDGE. |
| 8 | **scrollregion**  A tuple (w, n, e, s) that defines over how large an area the canvas can be scrolled, where w is the left side, n the top, e the right side, and s the bottom. |
| 9 | **width**  Size of the canvas in the X dimension. |
| 10 | **xscrollincrement**  If you set this option to some positive dimension, the canvas can be positioned only on multiples of that distance, and the value will be used for scrolling by scrolling units, such as when the user clicks on the arrows at the ends of a scrollbar. |
| 11 | **xscrollcommand**  If the canvas is scrollable, this attribute should be the .set() method of the horizontal scrollbar. |
| 12 | **yscrollincrement**  Works like xscrollincrement, but governs vertical movement. |
| 13 | **yscrollcommand**  If the canvas is scrollable, this attribute should be the .set() method of the vertical scrollbar. |

The Canvas widget can support the following standard items −

**arc** − Creates an arc item, which can be a chord, a pieslice or a simple arc.

coord = 10, 50, 240, 210

arc = canvas.create\_arc(coord, start=0, extent=150, fill="blue")

**image** − Creates an image item, which can be an instance of either the BitmapImage or the PhotoImage classes.

filename = PhotoImage(file = "sunshine.gif")

image = canvas.create\_image(50, 50, anchor=NE, image=filename)

**line** − Creates a line item.

line = canvas.create\_line(x0, y0, x1, y1, ..., xn, yn, options)

**oval** − Creates a circle or an ellipse at the given coordinates. It takes two pairs of coordinates; the top left and bottom right corners of the bounding rectangle for the oval.

oval = canvas.create\_oval(x0, y0, x1, y1, options)

**polygon** − Creates a polygon item that must have at least three vertices.

oval = canvas.create\_polygon(x0, y0, x1, y1,...xn, yn, options)

## Example

Try the following example yourself −

import Tkinter

import tkMessageBox

top = Tkinter.Tk()

C = Tkinter.Canvas(top, bg="blue", height=250, width=300)

coord = 10, 50, 240, 210

arc = C.create\_arc(coord, start=0, extent=150, fill="red")

C.pack()

top.mainloop()

When the above code is executed, it produces the following result −

# TK Canvas

# Python - Tkinter Entry

The Entry widget is used to accept single-line text strings from a user.

* If you want to display multiple lines of text that can be edited, then you should use the *Text* widget.
* If you want to display one or more lines of text that cannot be modified by the user, then you should use the *Label* widget.

## Syntax

Here is the simple syntax to create this widget −

w = Entry( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **bg**  The normal background color displayed behind the label and indicator. |
| 2 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 3 | **command**  A procedure to be called every time the user changes the state of this checkbutton. |
| 4 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| 5 | **font**  The font used for the text. |
| 6 | **exportselection**  By default, if you select text within an Entry widget, it is automatically exported to the clipboard. To avoid this exportation, use exportselection=0. |
| 7 | **fg**  The color used to render the text. |
| 8 | **highlightcolor**  The color of the focus highlight when the checkbutton has the focus. |
| 9 | **justify**  If the text contains multiple lines, this option controls how the text is justified: CENTER, LEFT, or RIGHT. |
| 10 | **relief**  With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| 11 | **selectbackground**  The background color to use displaying selected text. |
| 12 | **selectborderwidth**  The width of the border to use around selected text. The default is one pixel. |
| 13 | **selectforeground**  The foreground (text) color of selected text. |
| 14 | **show**  Normally, the characters that the user types appear in the entry. To make a .password. entry that echoes each character as an asterisk, set show="\*". |
| 15 | **state**  The default is state=NORMAL, but you can use state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the checkbutton, the state is ACTIVE. |
| 16 | **textvariable**  In order to be able to retrieve the current text from your entry widget, you must set this option to an instance of the StringVar class. |
| 17 | **width**  The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |
| 18 | **xscrollcommand**  If you expect that users will often enter more text than the onscreen size of the widget, you can link your entry widget to a scrollbar. |

## Methods

Following are commonly used methods for this widget −

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **delete ( first, last=None )**  Deletes characters from the widget, starting with the one at index first, up to but not including the character at position last. If the second argument is omitted, only the single character at position first is deleted. |
| 2 | **get()**  Returns the entry's current text as a string. |
| 3 | **icursor ( index )**  Set the insertion cursor just before the character at the given index. |
| 4 | **index ( index )**  Shift the contents of the entry so that the character at the given index is the leftmost visible character. Has no effect if the text fits entirely within the entry. |
| 5 | **insert ( index, s )**  Inserts string s before the character at the given index. |
| 6 | **select\_adjust ( index )**  This method is used to make sure that the selection includes the character at the specified index. |
| 7 | **select\_clear()**  Clears the selection. If there isn't currently a selection, has no effect. |
| 8 | **select\_from ( index )**  Sets the ANCHOR index position to the character selected by index, and selects that character. |
| 9 | **select\_present()**  If there is a selection, returns true, else returns false. |
| 10 | **select\_range ( start, end )**  Sets the selection under program control. Selects the text starting at the start index, up to but not including the character at the end index. The start position must be before the end position. |
| 11 | **select\_to ( index )**  Selects all the text from the ANCHOR position up to but not including the character at the given index. |
| 12 | **xview ( index )**  This method is useful in linking the Entry widget to a horizontal scrollbar. |
| 13 | **xview\_scroll ( number, what )**  Used to scroll the entry horizontally. The what argument must be either UNITS, to scroll by character widths, or PAGES, to scroll by chunks the size of the entry widget. The number is positive to scroll left to right, negative to scroll right to left. |

## Example

Try the following example yourself −

from Tkinter import \*

top = Tk()

L1 = Label(top, text="User Name")

L1.pack( side = LEFT)

E1 = Entry(top, bd =5)

E1.pack(side = RIGHT)

top.mainloop()

When the above code is executed, it produces the following result −

# TK Entry

# Python - Tkinter Frame

The Frame widget is very important for the process of grouping and organizing other widgets in a somehow friendly way. It works like a container, which is responsible for arranging the position of other widgets.

It uses rectangular areas in the screen to organize the layout and to provide padding of these widgets. A frame can also be used as a foundation class to implement complex widgets.

## Syntax

Here is the simple syntax to create this widget −

w = Frame ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **bg**  The normal background color displayed behind the label and indicator. |
| 2 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 3 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| 4 | **height**  The vertical dimension of the new frame. |
| 5 | **highlightbackground**  Color of the focus highlight when the frame does not have focus. |
| 6 | **highlightcolor**  Color shown in the focus highlight when the frame has the focus. |
| 7 | **highlightthickness**  Thickness of the focus highlight. |
| 8 | **relief**  With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| 9 | **width**  The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |

## Example

Try the following example yourself −

from Tkinter import \*

root = Tk()

frame = Frame(root)

frame.pack()

bottomframe = Frame(root)

bottomframe.pack( side = BOTTOM )

redbutton = Button(frame, text="Red", fg="red")

redbutton.pack( side = LEFT)

greenbutton = Button(frame, text="Brown", fg="brown")

greenbutton.pack( side = LEFT )

bluebutton = Button(frame, text="Blue", fg="blue")

bluebutton.pack( side = LEFT )

blackbutton = Button(bottomframe, text="Black", fg="black")

blackbutton.pack( side = BOTTOM)

root.mainloop()

When the above code is executed, it produces the following result −

# TK Frame

# Python - Tkinter Label

This widget implements a display box where you can place text or images. The text displayed by this widget can be updated at any time you want.

It is also possible to underline part of the text (like to identify a keyboard shortcut) and span the text across multiple lines.

## Syntax

Here is the simple syntax to create this widget −

w = Label ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **anchor**  This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text in the available space. |
| 2 | **bg**  The normal background color displayed behind the label and indicator. |
| 3 | **bitmap**  Set this option equal to a bitmap or image object and the label will display that graphic. |
| 4 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 5 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| 6 | **font**  If you are displaying text in this label (with the text or textvariable option, the font option specifies in what font that text will be displayed. |
| 7 | **fg**  If you are displaying text or a bitmap in this label, this option specifies the color of the text. If you are displaying a bitmap, this is the color that will appear at the position of the 1-bits in the bitmap. |
| 8 | **height**  The vertical dimension of the new frame. |
| 9 | **image**  To display a static image in the label widget, set this option to an image object. |
| 10 | **justify**  Specifies how multiple lines of text will be aligned with respect to each other: LEFT for flush left, CENTER for centered (the default), or RIGHT for right-justified. |
| 11 | **padx**  Extra space added to the left and right of the text within the widget. Default is 1. |
| 12 | **pady**  Extra space added above and below the text within the widget. Default is 1. |
| 13 | **relief**  Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| 14 | **text**  To display one or more lines of text in a label widget, set this option to a string containing the text. Internal newlines ("\n") will force a line break. |
| 15 | **textvariable**  To slave the text displayed in a label widget to a control variable of class *StringVar*, set this option to that variable. |
| 16 | **underline**  You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=-1, which means no underlining. |
| 17 | **width**  Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| 18 | **wraplength**  You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

## Example

Try the following example yourself −

from Tkinter import \*

root = Tk()

var = StringVar()

label = Label( root, textvariable=var, relief=RAISED )

var.set("Hey!? How are you doing?")

label.pack()

root.mainloop()

When the above code is executed, it produces the following result −

# TK Label

# Python - Tkinter Listbox

The Listbox widget is used to display a list of items from which a user can select a number of items.

## Syntax

Here is the simple syntax to create this widget −

w = Listbox ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **bg**  The normal background color displayed behind the label and indicator. |
| 2 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 3 | **cursor**  The cursor that appears when the mouse is over the listbox. |
| 4 | **font**  The font used for the text in the listbox. |
| 5 | **fg**  The color used for the text in the listbox. |
| 6 | **height**  Number of lines (not pixels!) shown in the listbox. Default is 10. |
| 7 | **highlightcolor**  Color shown in the focus highlight when the widget has the focus. |
| 8 | **highlightthickness**  Thickness of the focus highlight. |
| 9 | **relief**  Selects three-dimensional border shading effects. The default is SUNKEN. |
| 10 | **selectbackground**  The background color to use displaying selected text. |
| 11 | **selectmode**  Determines how many items can be selected, and how mouse drags affect the selection −   * **BROWSE** − Normally, you can only select one line out of a listbox. If you click on an item and then drag to a different line, the selection will follow the mouse. This is the default. * **SINGLE** − You can only select one line, and you can't drag the mouse.wherever you click button 1, that line is selected. * **MULTIPLE** − You can select any number of lines at once. Clicking on any line toggles whether or not it is selected. * **EXTENDED** − You can select any adjacent group of lines at once by clicking on the first line and dragging to the last line. |
| 12 | **width**  The width of the widget in characters. The default is 20. |
| 13 | **xscrollcommand**  If you want to allow the user to scroll the listbox horizontally, you can link your listbox widget to a horizontal scrollbar. |
| 14 | **yscrollcommand**  If you want to allow the user to scroll the listbox vertically, you can link your listbox widget to a vertical scrollbar. |

## Methods

Methods on listbox objects include −

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activate ( index )**  Selects the line specifies by the given index. |
| 2 | **curselection()**  Returns a tuple containing the line numbers of the selected element or elements, counting from 0. If nothing is selected, returns an empty tuple. |
| 3 | **delete ( first, last=None )**  Deletes the lines whose indices are in the range [first, last]. If the second argument is omitted, the single line with index first is deleted. |
| 4 | **get ( first, last=None )**  Returns a tuple containing the text of the lines with indices from first to last, inclusive. If the second argument is omitted, returns the text of the line closest to first. |
| 5 | **index ( i )**  If possible, positions the visible part of the listbox so that the line containing index i is at the top of the widget. |
| 6 | **insert ( index, \*elements )**  Insert one or more new lines into the listbox before the line specified by index. Use END as the first argument if you want to add new lines to the end of the listbox. |
| 7 | **nearest ( y )**  Return the index of the visible line closest to the y-coordinate y relative to the listbox widget. |
| 8 | **see ( index )**  Adjust the position of the listbox so that the line referred to by index is visible. |
| 9 | **size()**  Returns the number of lines in the listbox. |
| 10 | **xview()**  To make the listbox horizontally scrollable, set the command option of the associated horizontal scrollbar to this method. |
| 11 | **xview\_moveto ( fraction )**  Scroll the listbox so that the leftmost fraction of the width of its longest line is outside the left side of the listbox. Fraction is in the range [0,1]. |
| 12 | **xview\_scroll ( number, what )**  Scrolls the listbox horizontally. For the what argument, use either UNITS to scroll by characters, or PAGES to scroll by pages, that is, by the width of the listbox. The number argument tells how many to scroll. |
| 13 | **yview()**  To make the listbox vertically scrollable, set the command option of the associated vertical scrollbar to this method. |
| 14 | **yview\_moveto ( fraction )**  Scroll the listbox so that the top fraction of the width of its longest line is outside the left side of the listbox. Fraction is in the range [0,1]. |
| 15 | **yview\_scroll ( number, what )**  Scrolls the listbox vertically. For the what argument, use either UNITS to scroll by lines, or PAGES to scroll by pages, that is, by the height of the listbox. The number argument tells how many to scroll. |

## Example

Try the following example yourself −

from Tkinter import \*

import tkMessageBox

import Tkinter

top = Tk()

Lb1 = Listbox(top)

Lb1.insert(1, "Python")

Lb1.insert(2, "Perl")

Lb1.insert(3, "C")

Lb1.insert(4, "PHP")

Lb1.insert(5, "JSP")

Lb1.insert(6, "Ruby")

Lb1.pack()

top.mainloop()

When the above code is executed, it produces the following result −

# TK Listbox

# Python - Tkinter Menubutton

A menubutton is the part of a drop-down menu that stays on the screen all the time. Every menubutton is associated with a Menu widget that can display the choices for that menubutton when the user clicks on it.

## Syntax

Here is the simple syntax to create this widget −

w = Menubutton ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activebackground**  The background color when the mouse is over the menubutton. |
| 2 | **activeforeground**  The foreground color when the mouse is over the menubutton. |
| 3 | **anchor**  This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text. |
| 4 | **bg**  The normal background color displayed behind the label and indicator. |
| 5 | **bitmap**  To display a bitmap on the menubutton, set this option to a bitmap name. |
| 6 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 7 | **cursor**  The cursor that appears when the mouse is over this menubutton. |
| 8 | **direction**  Set direction=LEFT to display the menu to the left of the button; use direction=RIGHT to display the menu to the right of the button; or use direction='above' to place the menu above the button. |
| 9 | **disabledforeground**  The foreground color shown on this menubutton when it is disabled. |
| 10 | **fg**  The foreground color when the mouse is not over the menubutton. |
| 11 | **height**  The height of the menubutton in lines of text (not pixels!). The default is to fit the menubutton's size to its contents. |
| 12 | **highlightcolor**  Color shown in the focus highlight when the widget has the focus. |
| 13 | **image**  To display an image on this menubutton, |
| 14 | **justify**  This option controls where the text is located when the text doesn't fill the menubutton: use justify=LEFT to left-justify the text (this is the default); use justify=CENTER to center it, or justify=RIGHT to right-justify. |
| 15 | **menu**  To associate the menubutton with a set of choices, set this option to the Menu object containing those choices. That menu object must have been created by passing the associated menubutton to the constructor as its first argument. |
| 16 | **padx**  How much space to leave to the left and right of the text of the menubutton. Default is 1. |
| 17 | **pady**  How much space to leave above and below the text of the menubutton. Default is 1. |
| 18 | **relief**  Selects three-dimensional border shading effects. The default is RAISED. |
| 19 | **state**  Normally, menubuttons respond to the mouse. Set state=DISABLED to gray out the menubutton and make it unresponsive. |
| 20 | **text**  To display text on the menubutton, set this option to the string containing the desired text. Newlines ("\n") within the string will cause line breaks. |
| 21 | **textvariable**  You can associate a control variable of class StringVar with this menubutton. Setting that control variable will change the displayed text. |
| 22 | **underline**  Normally, no underline appears under the text on the menubutton. To underline one of the characters, set this option to the index of that character. |
| 23 | **width**  The width of the widget in characters. The default is 20. |
| 24 | **wraplength**  Normally, lines are not wrapped. You can set this option to a number of characters and all lines will be broken into pieces no longer than that number. |

## Example

Try the following example yourself −

from Tkinter import \*

import tkMessageBox

import Tkinter

top = Tk()

mb= Menubutton ( top, text="condiments", relief=RAISED )

mb.grid()

mb.menu = Menu ( mb, tearoff = 0 )

mb["menu"] = mb.menu

mayoVar = IntVar()

ketchVar = IntVar()

mb.menu.add\_checkbutton ( label="mayo",

variable=mayoVar )

mb.menu.add\_checkbutton ( label="ketchup",

variable=ketchVar )

mb.pack()

top.mainloop()

When the above code is executed, it produces the following result −

# TK Menubutton

# Python - Tkinter Message

This widget provides a multiline and noneditable object that displays texts, automatically breaking lines and justifying their contents.

Its functionality is very similar to the one provided by the Label widget, except that it can also automatically wrap the text, maintaining a given width or aspect ratio.

## Syntax

Here is the simple syntax to create this widget −

w = Message ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **anchor**  This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text in the available space. |
| 2 | **bg**  The normal background color displayed behind the label and indicator. |
| 3 | **bitmap**  Set this option equal to a bitmap or image object and the label will display that graphic. |
| 4 | **bd**  The size of the border around the indicator. Default is 2 pixels. |
| 5 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| 6 | **font**  If you are displaying text in this label (with the text or textvariable option, the font option specifies in what font that text will be displayed. |
| 7 | **fg**  If you are displaying text or a bitmap in this label, this option specifies the color of the text. If you are displaying a bitmap, this is the color that will appear at the position of the 1-bits in the bitmap. |
| 8 | **height**  The vertical dimension of the new frame. |
| 9 | **image**  To display a static image in the label widget, set this option to an image object. |
| 10 | **justify**  Specifies how multiple lines of text will be aligned with respect to each other: LEFT for flush left, CENTER for centered (the default), or RIGHT for right-justified. |
| 11 | **padx**  Extra space added to the left and right of the text within the widget. Default is 1. |
| 12 | **pady**  Extra space added above and below the text within the widget. Default is 1. |
| 13 | **relief**  Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| 14 | **text**  To display one or more lines of text in a label widget, set this option to a string containing the text. Internal newlines ("\n") will force a line break. |
| 15 | **textvariable**  To slave the text displayed in a label widget to a control variable of class *StringVar*, set this option to that variable. |
| 16 | **underline**  You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=-1, which means no underlining. |
| 17 | **width**  Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| 18 | **wraplength**  You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

## Example

Try the following example yourself −

from Tkinter import \*

root = Tk()

var = StringVar()

label = Message( root, textvariable=var, relief=RAISED )

var.set("Hey!? How are you doing?")

label.pack()

root.mainloop()

When the above code is executed, it produces the following result −

# TK Message

# Python - Tkinter Radiobutton

This widget implements a multiple-choice button, which is a way to offer many possible selections to the user and lets user choose only one of them.

In order to implement this functionality, each group of radiobuttons must be associated to the same variable and each one of the buttons must symbolize a single value. You can use the Tab key to switch from one radionbutton to another.

## Syntax

Here is the simple syntax to create this widget −

w = Radiobutton ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activebackground**  The background color when the mouse is over the radiobutton. |
| 2 | **activeforeground**  The foreground color when the mouse is over the radiobutton. |
| 3 | **anchor**  If the widget inhabits a space larger than it needs, this option specifies where the radiobutton will sit in that space. The default is anchor=CENTER. |
| 4 | **bg**  The normal background color behind the indicator and label. |
| 5 | **bitmap**  To display a monochrome image on a radiobutton, set this option to a bitmap. |
| 6 | **borderwidth**  The size of the border around the indicator part itself. Default is 2 pixels. |
| 7 | **command**  A procedure to be called every time the user changes the state of this radiobutton. |
| 8 | **cursor**  If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the radiobutton. |
| 9 | **font**  The font used for the text. |
| 10 | **fg**  The color used to render the text. |
| 11 | **height**  The number of lines (not pixels) of text on the radiobutton. Default is 1. |
| 12 | **highlightbackground**  The color of the focus highlight when the radiobutton does not have focus. |
| 13 | **highlightcolor**  The color of the focus highlight when the radiobutton has the focus. |
| 14 | **image**  To display a graphic image instead of text for this radiobutton, set this option to an image object. |
| 15 | **justify**  If the text contains multiple lines, this option controls how the text is justified: CENTER (the default), LEFT, or RIGHT. |
| 16 | **padx**  How much space to leave to the left and right of the radiobutton and text. Default is 1. |
| 17 | **pady**  How much space to leave above and below the radiobutton and text. Default is 1. |
| 18 | **relief**  Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| 19 | **selectcolor**  The color of the radiobutton when it is set. Default is red. |
| 20 | **selectimage**  If you are using the image option to display a graphic instead of text when the radiobutton is cleared, you can set the selectimage option to a different image that will be displayed when the radiobutton is set. |
| 21 | **state**  The default is state=NORMAL, but you can set state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the radiobutton, the state is ACTIVE. |
| 22 | **text**  The label displayed next to the radiobutton. Use newlines ("\n") to display multiple lines of text. |
| 23 | **textvariable**  To slave the text displayed in a label widget to a control variable of class *StringVar*, set this option to that variable. |
| 24 | **underline**  You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=-1, which means no underlining. |
| 25 | **value**  When a radiobutton is turned on by the user, its control variable is set to its current value option. If the control variable is an *IntVar*, give each radiobutton in the group a different integer value option. If the control variable is a *StringVar*, give each radiobutton a different string value option. |
| 26 | **variable**  The control variable that this radiobutton shares with the other radiobuttons in the group. This can be either an IntVar or a StringVar. |
| 27 | **width**  Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| 28 | **wraplength**  You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

## Methods

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **deselect()**  Clears (turns off) the radiobutton. |
| 2 | **flash()**  Flashes the radiobutton a few times between its active and normal colors, but leaves it the way it started. |
| 3 | **invoke()**  You can call this method to get the same actions that would occur if the user clicked on the radiobutton to change its state. |
| 4 | **select()**  Sets (turns on) the radiobutton. |

## Example

Try the following example yourself −

from Tkinter import \*

def sel():

selection = "You selected the option " + str(var.get())

label.config(text = selection)

root = Tk()

var = IntVar()

R1 = Radiobutton(root, text="Option 1", variable=var, value=1,

command=sel)

R1.pack( anchor = W )

R2 = Radiobutton(root, text="Option 2", variable=var, value=2,

command=sel)

R2.pack( anchor = W )

R3 = Radiobutton(root, text="Option 3", variable=var, value=3,

command=sel)

R3.pack( anchor = W)

label = Label(root)

label.pack()

root.mainloop()

When the above code is executed, it produces the following result −

# TK Radiobutton

# Python - Tkinter Text

Text widgets provide advanced capabilities that allow you to edit a multiline text and format the way it has to be displayed, such as changing its color and font.

You can also use elegant structures like tabs and marks to locate specific sections of the text, and apply changes to those areas. Moreover, you can embed windows and images in the text because this widget was designed to handle both plain and formatted text.

## Syntax

Here is the simple syntax to create this widget −

w = Text ( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **bg**  The default background color of the text widget. |
| 2 | **bd**  The width of the border around the text widget. Default is 2 pixels. |
| 3 | **cursor**  The cursor that will appear when the mouse is over the text widget. |
| 4 | **exportselection**  Normally, text selected within a text widget is exported to be the selection in the window manager. Set exportselection=0 if you don't want that behavior. |
| 5 | **font**  The default font for text inserted into the widget. |

## Methods

Text objects have these methods −

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | **delete(startindex [,endindex])**  This method deletes a specific character or a range of text. |
| 2 | **get(startindex [,endindex])**  This method returns a specific character or a range of text. |
| 3 | **index(index)**  Returns the absolute value of an index based on the given index. |
| 4 | **insert(index [,string]...)**  This method inserts strings at the specified index location. |
| 5 | **see(index)**  This method returns true if the text located at the index position is visible. |

Text widgets support three distinct helper structures: Marks, Tabs, and Indexes −

Marks are used to bookmark positions between two characters within a given text. We have the following methods available when handling marks −

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | **index(mark)**  Returns the line and column location of a specific mark. |
| 2 | **mark\_gravity(mark [,gravity])**  Returns the gravity of the given mark. If the second argument is provided, the gravity is set for the given mark. |
| 3 | **mark\_names()**  Returns all marks from the Text widget. |
| 4 | **mark\_set(mark, index)**  Informs a new position to the given mark. |
| 5 | **mark\_unset(mark)**  Removes the given mark from the Text widget. |

Tags are used to associate names to regions of text which makes easy the task of modifying the display settings of specific text areas. Tags are also used to bind event callbacks to specific ranges of text.

Following are the available methods for handling tabs −

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | **tag\_add(tagname, startindex[,endindex] ...)**  This method tags either the position defined by startindex, or a range delimited by the positions startindex and endindex. |
| 2 | **tag\_config**  You can use this method to configure the tag properties, which include, justify(center, left, or right), tabs(this property has the same functionality of the Text widget tabs's property), and underline(used to underline the tagged text). |
| 3 | **tag\_delete(tagname)**  This method is used to delete and remove a given tag. |
| 4 | **tag\_remove(tagname [,startindex[.endindex]] ...)**  After applying this method, the given tag is removed from the provided area without deleting the actual tag definition. |

## Example

Try the following example yourself −

from Tkinter import \*

def onclick():

pass

root = Tk()

text = Text(root)

text.insert(INSERT, "Hello.....")

text.insert(END, "Bye Bye.....")

text.pack()

text.tag\_add("here", "1.0", "1.4")

text.tag\_add("start", "1.8", "1.13")

text.tag\_config("here", background="yellow", foreground="blue")

text.tag\_config("start", background="black", foreground="green")

root.mainloop()

When the above code is executed, it produces the following result −

# TK Text

# Python - Tkinter Spinbox

The Spinbox widget is a variant of the standard Tkinter Entry widget, which can be used to select from a fixed number of values.

## Syntax

Here is the simple syntax to create this widget −

w = Spinbox( master, option, ... )

## Parameters

* **master** − This represents the parent window.
* **options** − Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Sr.No.** | **Option & Description** |
| 1 | **activebackground**  The color of the slider and arrowheads when the mouse is over them. |
| 2 | **bg**  The color of the slider and arrowheads when the mouse is not over them. |
| 3 | **bd**  The width of the 3-d borders around the entire perimeter of the trough, and also the width of the 3-d effects on the arrowheads and slider. Default is no border around the trough, and a 2-pixel border around the arrowheads and slider. |
| 4 | **command**  A procedure to be called whenever the scrollbar is moved. |
| 5 | **cursor**  The cursor that appears when the mouse is over the scrollbar. |

## Methods

Spinbox objects have these methods −

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | **delete(startindex [,endindex])**  This method deletes a specific character or a range of text. |
| 2 | **get(startindex [,endindex])**  This method returns a specific character or a range of text. |
| 3 | **identify(x, y)**  Identifies the widget element at the given location. |
| 4 | **index(index)**  Returns the absolute value of an index based on the given index. |
| 5 | **insert(index [,string]...)**  This method inserts strings at the specified index location. |
| 6 | **invoke(element)**  Invokes a spinbox button. |

## Example

Try the following example yourself −

from Tkinter import \*

master = Tk()

w = Spinbox(master, from\_=0, to=10)

w.pack()

mainloop()

When the above code is executed, it produces the following result −

# TK Spinbox

# Events and Bindings

As was mentioned earlier, a Tkinter application spends most of its time inside an event loop (entered via the **mainloop** method). Events can come from various sources, including key presses and mouse operations by the user, and redraw events from the window manager (indirectly caused by the user, in many cases).

Tkinter provides a powerful mechanism to let you deal with events yourself. For each widget, you can **bind** Python functions and methods to events.

widget.bind(event, handler)

If an event matching the *event* description occurs in the widget, the given *handler* is called with an object describing the event.